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Abstract

There are several methods to reconstruct quad meshes from trian-
gular meshes. In this article, we improve the method using temper-
ature contours. We discuss how to avoid boundary conditions being
ill posed and assure injectivity of the parameterization by controlling
the weights on edges. The proposed method will be one step toward
a fully automatic system, because the result of automatic partition of
the surface into patches can be used.

1 Introduction

Triangular meshes are often used for representing surfaces of objects in com-
puter graphics and simulation. Whereas quad meshes have the advantage of
triangular meshes in many applications such as texture mapping in computer
graphics, FEM in simulation and NURBS in modeling.

Constructing quad meshes directly from point clouds is difficult because
we do not have efficient tools such as Voronoi diagrams in case of creating
triangular meshes. Thus most of methods reconstruct triangular meshes
into quad meshes.

One major trend is following some vector fields on the mesh. Principal
directions are often chosen as the vector fields. One approach with vector
fields is tracing them by numeric integration [1]. Another approach is defin-
ing functions on the mesh whose isolines follow the vector fields [7, 6]. This
approach needs solving non-linear optimization instead of numeric integra-
tion. Another trend is defining functions on the given triangular mesh by
parameterization [3, 8], which only needs linear computation and gives pure
quad meshes.

We propose a new method to generate quad meshes, which is based on
and improves the method by tong et al. [8]. In this method, quad meshes
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are obtained through temperature contouring. It is simple and efficient
in calculation, but not enough from a practical viewpoint. We discuss the
feasibility of an optimization problem appearing in the algorithm and assure
injectivity of the parameterization by controlling the weights on edges.

2 Outline of the proposed method

We describe the outline of our algorithm, which is similar to that of tong’s
method [8].

To achieve quad meshes, we give each vertex of the given triangular mesh
u and v values, and draw integer contour lines from them. Assigning two
values is equivalent to planar parameterization. Because the given mesh
is not homeomorphic to a disk in general, we have to divide it into some
patches homeomorphic to disks. However, if patches are mapped into the
plane independently, the continuity of contours is not assured, which is a
requirement for quad meshes. For this purpose, some conditions of “jump”
and “rotation” on patch boundaries are necessary. In case that the function
value of a continuous contour line changes across a patch boundary, it should
jump by a certain integer value. Moreover, in case that a contour line
changes its function and direction, that is, it switches from u to v, u to −u
and so on, the rotating angle of the u-v coordinates should be equal to an
integral multiple of π

2 .
Now, the outline of our method is as follows:
1. Divide the mesh into patches.
2. Decide the connectivity conditions between patches — jump values

and rotating angles.
3. Solve a linear system to obtain u and v values for each vertex and

draw contours.
Hereafter, we call the mesh derived from the division of the original mesh

into patches meta-mesh, and vertices, edges and facets of the meta-mesh
meta-vertices, meta-edges and meta-facets respectively. A vertex meeting
three or more patches corresponds to a meta-vertex. To make pure quad
meshes, whose facets have just four vertices, u and v values of meta-vertices
should be integer in each adjacent patches. We note that meta-vertices
are the candidates of singular vertices of the resulting quad meshes, where
singular vertices mean vertices adjacent to other than four facets.

3 Details of each procedure

3.1 Division into patches

The first procedure is to divide the original triangular mesh into patches
homeomorphic to disks. As this division may affect the resulting quad
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meshes, it should reflect some geometric features of the mesh. Here we
use VSA method [2], in which each divided region is designed to approxi-
mate the plane through alternate update of the approximate planes and the
patch division.

In VSA method, the patches tend to meet where the curvature is rela-
tively large. This is a desirable property for quad meshes. Moreover, we can
roughly control the number of singular vertices by adjusting the number of
patches.

It is to be noted that some inputs from VSA method are rejected since
some patches are not homeomorphic to disks. It is because VSA method
guarantee each patch to be connected, but not to be homeomorphic to a
disk. To resolve this problem, patches should be cut into subpatches home-
omorphic to disks.

3.2 Solving a linear system

We explain the last procedure before the second one for understanding.
Similar to the ordinary planar parameterization, u and v values of a vertex
is set to the weighted average of u and v values of the neighboring vertices:

∑

j∈ni

wij

(
ui − uj

vi − vj

)
= 0,

where ni is the set of the neighboring vertices of vertex i. Here, we use the
mean value coordinates [5] as weights wij (see Section 3.4 ).

But for vertices on boundaries between patches, this formula is not suf-
ficient because we admit jumps on u and v values and rotation of the u-v
coordinates. Let vertex i be on the patch named ‘−’, and patch ‘+’ be one
of adjacent patches of patch ‘−’. n+

i (resp., n−i ) means the partial set of ni

on patch ‘+’ (resp., ‘−’).
For example, if u values differ by p1 from one patch to another and v by

p2, the condition is as follows:

∑

j∈n−i

wij

(
ui − uj

vi − vj

)
+

∑

j∈n+
i

wij

(
ui − (uj + p1)
vi − (vj + p2)

)
= 0.

In case of rotation, when the contours of u switched into contours of v
and v to −u and the jump values are r1 and r2, the condition can be written
down as follows:

∑

j∈n−i

wij

(
ui − uj

vi − vj

)
+

∑

j∈n+
i

wij

(
ui + (vj − r1)
vi − (uj + r2)

)
= 0.

Conditions for other rotations (i.e., 180◦ and 270◦) can be written down
similarly.
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u and v values of meta-vertices are given in advance by the second pro-
cedure. This is corresponding to boundary conditions of planar parameter-
ization. Injectivity of this mapping is referred later in Section 3.4.

3.3 Deciding parameters

We decide the jump values and rotating angles for meta-edges and u and
v values of meta-vertices. Once the region on the u-v plane to which each
patch is mapped is assigned, the connectivity of patches is automatically
derived.

When two meta-vertices are adjacent on the meta-mesh, they should be
connected by a contour line. That is, each meta-vertex is on a lattice point
of the u-v plane and each meta-facet is mapped into a polygon with right
angles on the u-v plane. By this condition, determining the shape results in
simple calculations. In addition to the method in [8], we restrict the shape
to a rectangle in order to avoid self intersection and assure injectivity. Thus
what should be done is to decide the angles of meta-vertices on each patch
and the lengths of meta-edges.

The angles for each patch is set to minimize the difference of the length
of facing edges. Here, we use the shortest path length on the original mesh
instead of the actual path length of the boundaries in order to make quad
meshes equilateral.

Next we determine the length of each meta-edge. For each facet, the sums
of the lengths of facing meta-edges must be equal. This can be represented
as a linear condition Ax = 0, where x is the variants vector corresponding
to the lengths of meta-edges. We consider minimizing the difference from
the shortest path length of corresponding two vertices on original mesh
represented by c:

min ‖x− c‖,
s.t. Ax = 0,

x ∈ Zn
+,

where n is the number of meta-edges and Z+ is the set of positive intergers.
By using 1-norm, this problem can be represented as a linear programming
problem with integer conditions:

min t1 + t2 + · · ·+ tn,

s.t. Ax = 0,

− ti ≤ ci − xi ≤ ti (i ∈ {1, . . . , n}), (∗)
x ∈ Zn

+,

ti ≥ 0 (i ∈ {1, . . . , n}).

The feasibility of this problem is discussed later in Section 5.

4



If the shape of each patch is obtained through the angles of meta-vertices
and the lengths of meta-edges, u and v values of meta-vertices are specified
by fixing arbitrarily u and v values for one meta-vertex and the direction of
one meta-edge. After doing this for each patch, jump values and rotating
angles between patches are automatically obtained.

3.4 Guarantee for injectivity

Since injectivity is not guaranteed, triangles may flip, which results in no
pure quad meshes. In addition, the triangles around singular vertices have
a tendency to flip and this hurts the quality of the resulting quad mesh.

In ordinary planar parameterization, a theorem in [5] is known to guar-
antee the injectivity. From this theorem, a mapping is guaranteed to be
injective if (1) a triangular mesh homeomorphic to a disk is 3-connected, (2)
the weights on edges have positive values, and (3) the boundary is mapped
into a convex polygon. To apply this theorem to each patch, we examine
the three conditions — 3-connectedness, positivity and convexity.

3-connectedness: For a mesh homeomorphic to a disk, the graph derived
from it is 3-connected if there exists no edge which is not on any patch
boundary but whose adjacent vertices are both on patch boundaries. When
such an edge exists, we insert a vertex on the edge and divide the two
adjacent triangles accordingly.

Moreover we do the following procedure in advance. We check whether
edges whose two adjacent vertices are on the same patch boundary exist or
not. If there exist, we convert the boundary to use these edges. This modifi-
cation does not change the topology of the meta-mesh. It has some smooth-
ing effect on the resulting quad mesh because the boundaries of patches may
be the edges of the resulting quad mesh.

Positivity: The mean value coordinates [4] are chosen as weights because
of its positivity.

Convexity: When boundaries are mapped into convex polygons, each patch
is mapped into a rectangle because convex polygons with right angles are
surely rectangles. Weights of edges on patch boundaries are set to extremely
large values. Then the vertices on patch boundaries are placed on the line
between two meta-vertices. In result, the vertices on the boundaries are
positioned into a convex shape.

Under these conditions injectivity of the mapping is guaranteed. But
this hurts the quality of the resulting quad mesh because the seams become
visible. To avoid this, we decrease the weights of the edges on the patch
boundaries toward the original weights unless there exist flipped triangles.
If triangles are flipped by the decreasing to the original weight, we use a
binary search to find smaller weights under the condition that any triangle
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is not flipped.

4 Experimental results

In this section we show some experimental results. We first show results
along the overall process in Figure 1. The original triangular mesh has
about 7000 vertices (Figure 1(a)). It is divided into 7 patches as shown
in Figure 1(b). Figure 1(c) shows the contour lines of u and v values and
Figure 1(d) shows the resulting quad mesh.

Red points in Figure 1 mean meta-vertices. The whole calculation needs
a few minutes on an ordinary personal computer.

(a) original mesh (b) patch division

(c) contours (d) quad mesh

Figure 1: Process from a triangular mesh to a quad mesh

Next we show the effect of controlling the weights of edges on patch
boundaries. In Figure 2(a), the mean value coordinates are used as weights.
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The meta-vertex in the middle has only one contour because some of trian-
gles around this are flipped. On the other hand, the weights of the edges
on the patch boundaries are added by a sufficiently large value in Figure
2(b). In this case no triangle is flipped and all the meta-vertices have the
appropriate numbers of contours.

(a) (b)

Figure 2: The comparison of contours between original weights and increased
weights

Finally, we show how increased weights damage the quality of the re-
sulting quad meshes and it is refined by adjusting weights. The weights of
the edges on the patch boundaries are added by a sufficiently large value
in Figure 3(a). On the other hand, these weights are cut down as long as
there exists no flipping triangle in Figure 3(b). It is found that smoothness
increases as a result of cutting the weights down.

(a) (b)

Figure 3: The comparison of quad meshes between increased weights and
adjusted weights

7



5 Discussion on the feasibility

In this section we discuss on the feasibility of the optimization problem(∗)
appearing when deciding the length of meta-edges (Section 3.3). This prob-
lem may not have feasible solutions. See Figure 4 as an example.

Figure 4: An example of edges with 0 length — if gray boundaries are set to
be facing on the u-v plane, the length of the upper left boundary is inevitably
equal to 0.

One solution is to divide patches until each patch has four meta-vertices
because there is at least one feasible solution (i.e., all meta-edges have the
same length). If a patch has even meta-vertices, it is possible by inserting
meta-edges. In contrast, in case of a patch with odd meta-vertices, it is
impossible without inserting meta-vertices. In this case, by inserting meta-
vertices on meta-edges derived from a path of patches from a patch with
odd meta-vertices to other patch with odd meta-vertices, patches with odd
meta-vertices can be converted to have even meta-vertices without changing
the parity of other patches (see Figure 5). It is possible because the number
of patches with odd meta-vertices is surely even.

Figure 5: An example of inserting meta-vertices — each patch at both ends
has an odd number of meta-vertices. By inserting two gray meta-vertices,
all the patches have even meta-vertices and are divided so as to have four
meta-vertices.

6 Conclusion

In this article, we improved the method for constructing quad meshes using
temperature contours from a practical viewpoint. We discussed on the fea-
sibility of the optimization problem and proposed an approach of splitting
meta-facets. Moreover we assured injectivity of the mapping by adjusting
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the weights of edges on patch boundaries. Increased weights assure injec-
tivity but also damage the quality of the resulting quad meshes. In order
to adjust weights, we used a bisection algorithm which requires iterative
solving of linear systems. Working out more efficient methods for weight
adjustment is an issue in the future.
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